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Abstract— This paper proposes a generalized algorithmic
approach for learning linear model representations for non-
linear systems within the Koopman framework. We focus on
schemes that rely on learning the nonlinear transformation
functions using deep neural networks. Beyond achieving dy-
namical accuracy, our primary objective is to develop models
capable of simulating nonlinear systems across multiple time
steps in the linear space. An algorithm that is based on
recursive least squares is proposed to address the optimization
complexities inherent in learning such models. In addition, we
leverage the learned linear representation to design a linear
quadratic regulator to control the original nonlinear system.
The effectiveness of the proposed algorithm is demonstrated in
two numerical examples.

I. INTRODUCTION

With the increasing availability of data and the growing
complexity of modern control systems, more interest has
shifted toward learning mathematical models using system
identification [1], [2]. Since the majority of systems exhibit
nonlinear behaviour, nonlinear models are often employed
to capture dynamics from input-output datasets. However, a
drawback of these models is the computational challenges
they impose when used as prediction models in optimal
control [3], motivating research on linearization techniques
[4].

Koopman theory, as articulated by Koopman in his seminal
works [5] and [6], states that nonlinear systems can be
represented by an infinite-dimensional linear systems. In
this transformed coordinate system, often referred to as
the embedding space, the dynamics are represented by the
Koopman operator. In the field of modelling and control,
this is appealing, since it facilitates the use of linear theory
analysis and optimal control techniques [7], [8], [9] on
complex nonlinear systems. To make this theory practically
applicable, it is necessary to seek finite approximations of
the Koopman operator and the embedding space.

A prominent approach to learning the Koopman operator
in the context of autonomous systems is Dynamic Mode
Decomposition (DMD) [10]. This approach learns a finite
Koopman operator by using linear transformation matrices.
To increase the versatility of DMD, modifications have been
implemented, enabling nonlinear transformations through
the use of predefined basis functions. This extension is
commonly referred to as Extended Dynamic Mode Decom-
position (EDMD) [11]. Furthermore, various algorithms have

*This work was not supported by any organization
Omar Sayed and Sergio Lucia are with the Chair of Process

Automation Systems, TU Dortmund University, Dortmund, Germany
{omar.sayed, sergio.lucia}@tu-dortmund.de

been proposed to extend the aforementioned schemes to
incorporate exogenous inputs, making the transformed linear
models suitable for use as prediction models in optimal
control [12], [13], [14].

However, finding the appropriate basis functions requires
knowledge about the system which can sometimes be a
limiting factor [15]. To alleviate this issue, Deep Neural
Networks (DNNs) can be used to learn the nonlinear trans-
formation [16], [17], [15]. Consequently, this idea has also
been extended to control problems in [18], [19], [20].

Koopman-based algorithms trained with single-step loss,
show poor performance when used for multi-step predictions
[21], where the model’s output is used in a closed-loop
fashion to predict states at further time steps. To improve the
multi-step prediction, a common approach is to use a multi-
step loss during training [22], [16]. However, optimizing for
multi-step loss is challenging, even if the dynamic model is
linear, as this turns the optimization problem of finding the
optimal model parameters into a non-convex problem with
various local minima [23].

The use of commonly employed first-order optimization
methods can fail depending on the initial parametrization
[24]. To address this issue, this work reformulates the non-
convex problem of multi-step training into a convex recur-
sive least-squares (RLS) identification [25] for learning the
Koopman operator. RLS has been used in the Koopman
framework in [26] to update the model parameters online.
In this work, we use the RLS to solve the problem of multi-
step predictions using a convex optimization during offline
training.

Another challenge arises when using the linearized model
in conjunction with an LQR controller. This stems from
the difficulty of designing the cost function in the lifted
Koopman space, as it is a priori not known how achieving
a certain control goal on the lifted Koopman space can
translate to achieving the desired control goal in the original
space. In this work, we mitigate this issue by using a linear
transformation of the cost function as in [18], [27].

The main contribution of this work is as follows. First,
we propose a training scheme that utilizes RLS estimation
to improve the training of the Koopman operator for multi-
step prediction during training. Second, we highlight the
improved performance of our proposed scheme over the
baseline methods through two numerical example. We show
how our approach effectively overcomes local optima that
can hinder the training of models using first-order optimiza-
tion techniques. Finally, we design an LQR controller using
the models trained using the proposed and baseline methods,
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and we evaluate their effectiveness in controlling the original
nonlinear system.

This paper is structured as follows: Section II provides a
brief introduction to the Koopman theory. Section III presents
the proposed algorithms. Section IV shows how the learned
linear models can be used to design LQR controllers. In
Section V we evaluate and compare the performance of
our proposed algorithms with baseline methods. Finally, we
conclude the work in Section VI.

II. BACKGROUND

A. Koopman theory for autonomous systems

We consider the following autonomous nonlinear system
with discrete dynamics

xk+1 = F (xk), (1)

where xk, xk+1 ∈ Rnx is the state vector of the system
with nx states. F : Rnx → Rnx is a nonlinear function that
simulates the states forward by one time step of length ts.
To analyse the system in (1) with the tools of linear control
theory, the states of the original system are transformed into a
larger infinite dimension where the following relation holds:

Kψ(xk) = ψ ◦ F (xk) = ψ(xk+1). (2)

In the context of the Koopman theory, ψ : Rnx → Rnz is
the lifting function, i.e. a nonlinear transformation function
that maps the nonlinear original states to the infinite linear
Koopman space (nz = ∞). K ∈ Rnz×nz is the Koopman
operator, linear and infinite in dimension, which simulates
the embedding states by one sampling time.

To approximate K and ψ, finite-dimensional approxi-
mations are derived using time-series data sampled from
the original nonlinear system. The goal is to find a fi-
nite embedding space that is typically larger than the true
state space of the original system. For a given data-set
D := [x0, x1, . . . , xn] this approximation can be obtained
by solving an optimization problem given by

argmin
ψ,K,nz

n−1∑
k=0

∥ψ(xk+1)−Kψ(xk)∥. (3)

It is important to note that this optimization problem has
a trivial solution (ψ(x ∈ Rnx) = 0), which can be avoided
by employing appropriate measures as we will also describe
in the next sections.

B. Koopman operator with exogenous inputs

In this work, we consider a controlled system represented
as xk+1 = F (xk, uk). To extend the Koopman theory to this
type of system, similar to previous studies [18], [13] and
[12], we redefine (2) as

K(ψ(xk), uk) = ψ(F (xk, uk)) = ψ(xk+1), (4)

where F : Rnx × Rnu → Rnx is a nonlinear function
representing the dynamic equation with both the state xk
and the control input uk ∈ Rnu . The Koopman operator,

K, is decomposed into two parts, K = [Kx ∈ Rnz×nz ,
Ku ∈ Rnz×nu ], which are linear functions learned for the
state and control input, respectively.

The lifting function and the Koopman operator can be
obtained by solving the following optimization problem:

argmin
ψ,Kx,Ku,nz

n−1∑
k=0

∥ψ(xk+1)− (Kxψ(xk) +Kuuk)∥. (5)

Following from the definition of the Koopman operator
for controlled systems, a discrete nonlinear system can be
approximated by the following linear system

ψ(xk+1) = Kxψ(xk) +Kuuk, (6)
zk+1 = Kxzk +Kuuk, (7)

where Kx and Ku are equivalent to the state matrix A and the
input matrix B. zk, zk+1 are the embedding states (Koopman
states), and defined as zi := ψ(xi). For more details on the
Koopman operator, readers can refer to [28].

III. DEEP KOOPMAN WITH RECURSIVE LEAST SQUARES

Deep Koopman schemes typically consist of two key
components: the first is the learning of the transforma-
tion function, which lifts the original states to a higher-
dimensional coordinate system, while the second is the
learning of the Koopman operator, which represents the
dynamics of the lifted linear system. This work considers
learning both the transformation function and the Koopman
operator simultaneously.

In Subsection III-A we demonstrate how recursive least
squares (RLS) can be used with an offline dataset to improve
multi-step prediction in linear system identification replacing
the nominal multi-step loss. Then we show in Subsection III-
B how this approach can be integrated into the Koopman
framework.

A. RLS for Linear System Identification

Consider a linear discrete system in the following form:

xk+1 = Axk +Buk + ϵ (8)

where ϵ ∼ N (0, σ) is white Gaussian noise resem-
bling model uncertainties due to the finite approxima-
tion of the Koopman operator. Given a state trajectory
X0:n := [x0, x1, . . . , xn] and input trajectory U0:n−1 :=
[u0, u1, . . . , un−1], where n is the length of the trajectory,
the following single-step optimization problem for system
identification can be formulated as

min
θ

n−1∑
k=0

∥xk+1 −A(θ)xk −B(θ)uk∥2, (9)

where A(θ) and B(θ) are parametrized state and input
matrices. The optimal parameters θ∗ have the closed-form
solution

θ∗ = X1:n[X0:n−1|U0:n−1]
†, (10)

where † is the Moore-Penrose pseudoinverse. However, in
the context of optimal control, it is necessary to compute a
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multi-step trajectory of the states given an input trajectory U
and initial condition x0. We define the multi-step predicted
trajectory X̂ as

X̂ : = {x̂[0,1], . . . , x̂[p,m], . . . , x̂[n−k,n]}, (11)

p =

{
m− k if m ≥ k
0 otherwise

, m ∈ [0, n],

where

x̂[p,m] = Am−pxp +
m−1∑
i=p

Am−i−1Bui. (12)

In words, x̂[p,m] denotes the state at time step m predicted
using (12) with an initial state at time p and the inputs
from p to m − 1. In this case, the number of multi-steps
in the prediction for x̂p,m is (k = m − p). Using A(θ) and
B(θ) yielded from the one-step training (9) and the forward
propagation (12) can lead to a poor performance [22], [16],
[23], due to the accumulation of the approximation errors
(
∑m−1
i=p Am−i−1ϵi) along the predictions. Alternatively, one

can use a multi-step loss, which finds the model parameters
by minimizing the error not only for the next step but
over a trajectory of k steps. The corresponding optimization
problem can be defined as:

min
A(θ),B(θ)

∥X1:n − X̂∥2. (13)

Problem (13) is non-convex and its complexity increases
as the number of states nx and multi-steps k increases [23].
In this work, we seek to mitigate this issue by reformulating
(13) into an RLS formulation defined by

[Ã(θ)|B̃(θ)] = X2:n[X̂0:n−2|U1:n−1]
†, (14)

[A(θ)|B(θ)] = (1− γ)[A(θ)|B(θ)] + γ[Ã(θ)|B̃(θ)], (15)

where γ is the forgetting factor, X2:n = [x2, . . . , xn] and
X̂0:n−2 = [x̂0, . . . , x̂n−2]. The RLS loop starts with the
initialization of A(θ) and B(θ) by the single-step loss (10).
Then, the predicted trajectory (X̂) is iteratively computed as
outlined in (11). Ã(θ) and B̃(θ) are computed using least
squares (14) to find the system dynamics that can shift the
predicted trajectory one step further. In an optimal scenario,
Ã(θ) and B̃(θ) would be equal to A(θ) and B(θ).

Using (15), the computed Ã(θ) and B̃(θ) are used to
update the current A(θ) and B(θ) with a step size of γ. This
iterative process continues until specific termination criteria
for (13) are satisfied. For numerical stability the initial A(θ)
and B(θ) matrices must be be Schur stable.

B. Deep Learning Framework

This work leverages DNNs to learn the forward ψ and
inverse ψ−1 transformation functions, in order to recover
the transformed states back to their original form. These
requirements make the use of deep autoencoders [29] a
natural choice. A schematic of the overall architecture shown
in Fig. 1.

Fig. 1. Deep Koopman Scheme: ψ and ψ−1 are parametrized neural
networks denoting the forward and inverse transformation functions. Kx

and Ku are linear matrices similar to the system (A) and input (B) matrices
respectively.

The encoder ψ has the task of lifting the states to a
higher dimension while linearizing the dynamics. This can
be achieved by the following single-step loss function Lss

Lss =

n−1∑
k=0

∥ψ(xk+1; θ)−Kxψ(xk; θ) +Kuuk)∥, (16)

where Kx and Ku are learned by the RLS formulation in III-
A, and θ are the trainable parameters of the encoder network.
As mentioned earlier, the use of (16) can lead to the trivial
solution of adjusting the weights such that ψ(x) = 0. This
is avoided by the reconstruction loss Lrec defined as

Lrec =

n−1∑
k=0

∥xk − ψ−1(ψ(xk; θ); θ)∥, (17)

where ψ−1 is the decoder with trainable parameters θ. We
propose to add a third loss function for the multi-step loss
Lms as

Lms =

n−k∑
p=0

p+k∑
m=p+1

∥Xp,m − X̂p,m∥, (18)

where, Xp,m = [xp, xp+1, . . . , xm], (19)

X̂p,m = [x̂[p−1,p+1], x̂[p−1,p+2], . . . , x̂[p−1,m]],
(20)

x̂[p,m] = ψ−1(Kxm−pψ(xp) +
m−1∑
i=p

Km−i−1
x Kuui; θ). (21)

The total loss function is the weighted sum of the Lss,
Lms and Lrec. While it can be argued that Lrec is implicitly
fulfilled by Lms, the inclusion of Lrec serves to improve the
overall training process. Algorithm 1 summarizes the training
approach, that integrates DNN training and RLS.

IV. LQR IN THE KOOPMAN EMBEDDING SPACE

The objective of this section is to design a controller for
the nonlinear system using the transformed linear dynamics.
For this purpose an LQR set-point tracking controller can be
used, which is defined as follows:

min
uk,xk

∞∑
k=0

∥zk−ztarget∥2Q + ∥uk − uss∥2R, (22)

s.t. zk+1 = Kxzk +Kuuk,
ztarget := ψ(xtarget), z0 = ψ(x0),
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Algorithm 1 Deep Koopman with RLS
1: Input: Set forgetting factor γ
2: Initialize [A(θ)|B(θ)] ← ψ(X1:n)[ψ(X0:n−1|U0:n−1)]

†

3: while termination criteria not met do
4: Compute X̂ for ψ(x) using (11) ▷ Prediction step
5: [Ã(θ)|B̃(θ)]← ψ(X2:n)[X̂0:n−2|U1:n−1]

†

6: Update [A(θ)|B(θ)] using (15) ▷ Update step
7: Update θ for ψ and ψ−1 minimizing (16), (17), (18)

return θ, A(θ) and B(θ)

where Q and R are the cost matrices for the states and inputs
respectively. uss is the steady state input. The set-point in the
original nonlinear state space is xtarget. Solving (22) using the
algebraic Riccati equation yields the optimal gain matrix K∗

and the optimal control input becomes u∗t = K∗zt. To apply
the LQR to an arbitrary steady state, the following control
input can be used:

u∗ = uss −K∗(zk − ztarget), (23)

uss = −(BTB)−1BTAztarget,

Designing the state cost matrix Q for embedding states
presents a challenge due to the increased dimensionality
of the state space, making it less manageable to establish
the relationship between embedded states and their original
counterparts. One solution is to linearly approximate the
nonlinear relationship between the two spaces [21], [27]. The
new state cost matrix Q∗ can be calculated as

Q∗ = TT Q̂T, (24)

T : = (ψ(X)†X)T , (25)

where T ∈ Rnx×nz is the linear transformation matrix. Q̂ ∈
Rnx×nx is the state matrix designed for the original state
space. Since the the input is not lifted, the R matrix does
not need to be transformed.

V. RESULT

In this section, we evaluate the proposed RLS identifica-
tion method within the Koopman framework, comparing it to
a baseline method that uses first-order optimization for linear
system identification using the multi-step loss problem (13).
First, we compare the performance of our proposed algorithm
with the baseline in learning the linear dynamics of a simple
two-state nonlinear system. We then test the learned models
by simulating the dynamics of the system over 200 time
steps, using only the initial state ψ(x0) and the control inputs.
In the second case study, we evaluate the proposed approach
against the baseline to learn a model for a quadruple process
and use the learned models with LQR to control the original
nonlinear system.

A. RLS with Deep Koopman
Consider the following two-state nonlinear system taken

from [28],

ẋ1 = µx1,

ẋ2 = λ(x2 − x21) + u, (26)

where µ and λ are constants chosen to determine the behavior
of the system, set to λ = 1 and µ = 0.5, resulting in an
unstable system. A data set of 200 trajectories was used, each
consisting of n = 200 steps with a step size of ts = 0.2.
The inputs in the dataset are chosen so that the closed-loop
dynamics are stable.

Similar to [28] and [20], our goal is to obtain a represen-
tation of a three-state linear system in which the nonlinear
dynamics can be represented linearly. To achieve this, we use
an encoder and decoder network, each consisting of an input
layer, a single hidden layer with 16 neurons and an output
layer. We use ReLU activations between the input and hidden
layers, and between the hidden and the output layers. The
model is trained using 100 trajectories from the dataset. As a
baseline, we use parametrized matrices [A(θ)|B(θ)] and use
first-order optimization, namely Adams, to learn the system
dynamics simultaneously using (13), along with learning the
weights of the encoder and decoder.

In this case study, we perform a comparison with six
baseline models with fixed neural network structure trained
with different multi-step losses specifically, with k-steps =
[1, 4, 8, 16, 32, 64]. To ensure a fair evaluation, we initialize
the A(θ) matrix with a diagonal matrix of 0.5, while setting
the B(θ) matrix is set to 0 for both the proposed and baseline
methods. Thus, the only difference is that the linear dynamics
for the proposed method is learned using our RLS scheme.
For the RLS setting, we set the k-steps = 200 and γ was
fixed at 0.005. The results of this comparison are shown in
Fig. 2.
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Fig. 2. Deep Koopman for a two-state nonlinear system: The left plot shows
the test Mean Squared Error (MSE) over 100 test trajectories. These models
were evaluated for their ability to linearly simulate the system dynamics over
200 time steps, using only ψ(x0) and the control inputs. On the right, we
present a qualitative evaluation of the predictions made by the proposed and
baseline methods on one of the test trajectories.

The results, as shown in Fig.2, indicate that increasing
the number of steps for the baseline leads to an overall
improvement in the simulation for 200 steps. However, going
beyond k-steps = 64 does not improve performance. This is
probably due to the model reaching a local minimum during
training.

In contrast, the performance of the RLS model appears
to be unaffected by this issue, as it relies on optimizing the
multi-step prediction using a recursive convex operation. It
is important to note that the identification of the nonlinear
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transformation function remains non-convex and is optimized
using Adams for both the baseline and proposed methods, as
these are neural networks with ReLU activation functions.

B. LQR in the embedding space

Consider the following four-state nonlinear system taken
from [30]:

ḣ1 = − a1
A1

√
2gh1 +

a3
A1

√
2gh3 +

γ1k1
A1

u1,

ḣ2 = − a2
A2

√
2gh2 +

a4
A2

√
2gh4 +

γ2k2
A2

u2,

ḣ3 = − a3
A3

√
2gh3 +

(1− γ2)k2
A3

u2, (27)

ḣ4 = − a4
A4

√
2gh4 +

(1− γ1)k1
A4

u1,

where [h1, h2, h3, h4] ∈ R4 represent the heights (in
meters) of the liquid in each of the four tanks, while
[u1, u2] ∈ R2 denote the system inputs in volts (V). The
parameters γ1 and γ2 refer to the valve constants, that
regulate the flow in all four tanks and are set to 0.75.
The remaining variables are constants, as defined in [30].

We generated a dataset of 1100 trajectories by simu-
lating (27) with control inputs from an MPC controller.
The sampling time was set to ts = 1s, and the trajectory
length was fixed to n = 40 for all trajectories. The initial
states were randomly sampled from a uniform distribution
in the range [0, 0, 0, 0] ≤ [h1, h2, h3, h4] ≤ [10, 10, 10, 10],
while the controller set-point was sampled from a uniform
distribution within the range [10, 10] ≤ [h1, h2] ≤ [20, 20].
800 trajectories were used for training, while the remaining
300 trajectories were reserved for testing.

Different latent space sizes were tested to find the optimal
balance between prediction accuracy and embedding space
dimensionality. An embedding space of 8 states showed the
best compromise. The encoder and decoder are designed with
two hidden layers of 32, 16 neurons each and ReLU acti-
vation functions. For the baseline, six models were trained
with k-steps = [1, 4, 8, 16, 32]. The results can be seen in
Fig. 3.

The results in Fig. 3 show a similar trend to the previous
case study. Increasing the number of k-steps improves the
accuracy of the simulation up to a point where the learning
converges to a local minimum. In the given example it can
be seen that between [8, 16, 32] steps an increase in k-steps
did not lead to any improvement in the performance.

Moving on, we apply an LQR tracking controller to the
learned linear models to control the nonlinear quadruple
tank. In this example, we set the state cost matrix as Q =
[1, 1, 0, 0], since our goal is to control the levels of the lower
tanks, namely h1 and h2. The Q ∈ Rnx matrix can be
transformed into the Koopman space as Q̃ ∈ Rnz using
(24). To compute the linear transformation matrix T , we
apply (25) to 300 randomly selected trajectories from the
training dataset. Using the learned A(θ) and B(θ) matrices,
we determine the control gain matrix K∗ using (22). Finally,
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Fig. 3. Deep-Koopman for the quadruple tank: The left plot displays the
testing Mean Squared Error (MSE) across 300 trajectories. These models
were evaluated for their ability to linearly simulate system dynamics over
40 time steps, using only ψ(x0) and the control inputs. On the right, we
present a qualitative evaluation of the predictions made by the proposed and
baseline methods on one of the test trajectories.

for a given set-point, we compute the optimal inputs using
(23).

In this example, we compare the controllers designed
by both the proposed scheme and the baseline, which was
trained with an 8-step loss. For each controller, we compute
the open-loop control inputs for a span of 80 time steps. We
achieve this by initializing the initial point as z0 = ψ(x0)
and setting the desired target points as ztarget,1 = ψ(xtarget,1)
between 0 ≤ k < 40 and ztarget,2 = ψ(xtarget,2) between
40 ≤ k ≤ 80. Here, ψ(·) denotes the encoder, which is
different for both the proposed and baseline models. Finally,
we apply these calculated inputs to the original systems. The
results are shown in Fig. 4.

The results show that open-loop inputs computed using the
proposed model (RLS (OL)) effectively guide the original
system to the set-point with minimal steady-state error. In
contrast, the open-loop performance of the baseline model
(8-step (OL)) exhibits compounding errors that diverge be-
yond the limits of the training dataset. Moving to the closed-
loop scenario (8-step (CL)), the baseline shows improved
performance with reduced steady-state error, although it
remains inferior to that of the controller designed using the
proposed model in terms of meeting the control objective.

VI. CONCLUSION AND FUTURE WORK

This work proposes a deep learning Koopman framework
that uses recursive least squares to effectively address the
optimization complexities associated with multi-step system
identification. This scheme replaces the use of multi-step loss
by solving a recursive convex problem. The result is linear
models that can be reliably used to perform long multi-step
predictions in the embedding space with increased accuracy.
Furthermore, this work utilizes the learned linear model to
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Fig. 4. Koopman LQR: Comparison of the performance of the linear
controller on the original non linear system. We evaluate the control inputs
of the linear model obtained by the proposed scheme, operated in an open-
loop manner. This is compared with the performance of the 8-step model,
which is operated in both open-loop and closed-loop modes.

control the original nonlinear system using LQR through a
linear transformation of the state cost matrix. The results
show that the controllers designed using the models learned
by the proposed scheme outperform those of the baseline in
terms of meeting the control objectives.

Our future work will evaluate the performance of the
proposed algorithms in more realistic scenarios where some
states are not measurable, and with nonlinear systems with
more complex dynamics.
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