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Abstract: In this work, we propose a sim2real method to transfer and adapt a nonlinear model
predictive controller (NMPC) from simulation to the real target system based on executable
digital twin (xDT). The xDT model is a high fidelity vehicle dynamics simulator, executable
online in the control parameter randomization and learning process. The parameters are adapted
to gradually improve control performance and deal with changing real-world environment. In
particular, the performance metric is not required to be differentiable nor analytical with respect
to the control parameters and system dynamics are not necessary linearized. Eventually, the
proposed sim2real framework leverages altogether online high fidelity simulator, data-driven
estimations, and simulation based optimization to transfer and adapt efficiently a controller
developed in simulation environment to the real platform. Our experiment demonstrates that a
high control performance is achieved without tedious time and labor consuming tuning.

Keywords: Sim2Real, ADAS, model predictive control, domain randomization

1. INTRODUCTION

With the advancement of control and planning algorithms
for autonomous driving, a challenge still remains in the
transfer from simulation to the real world. Manual tuning
to validate the design requirements in a physical environ-
ment with various scenarios is time-consuming and expen-
sive. The automotive industry is trying to leverage more
simulation to reduce the physical tuning efforts. Digital
Twin (DT) of a vehicle is an accurate and reliable repre-
sentation model in a complex high degrees of freedom sim-
ulation system that supports the vehicle control algorithm
development and validation processes (Van der Auweraer
et al. (2018)). DTs allow us to test the autonomous driving
(AD) algorithms in several configurations, traffic scenarios,
and edge cases. Nevertheless, this often comes at the ex-
pense of over tuning in simulation hindering transferability
to the real world. In recent advancements of control strate-
gies for safe AD, based on reinforcement learning, neural
networks, or non-linear model predictive control, trans-
ferring and embedding the development from simulation
to real systems is a bottleneck. Moreover, no simulator
guarantees perfect reliability given a reality gap (sim2real
gap) due to erroneous sensor readings, observability of the
system, actuation and process noise, and importantly an
external environment different from simulation to reality.

Research from the robotics and reinforcement learning
communities is currently tackling the problem of trans-
ferability. Under the umbrella of transfer learning, three
main methods deal with sim2real: domain randomization,
domain adaptation, and high-fidelity simulation. In Müller
et al. (2018), end-to-end driving policies are transferred
from simulation to reality via modularity and abstraction:

the learning process becomes indifferent to the environ-
ment. Muratore et al. (2021) discuss the presence of a
simulation optimization bias (SOB) that overestimates the
maximum expected return in a Markovian decision process
trained in simulation, in comparison with the real perfor-
mance. The algorithm is then trained to compensate for
the SOB by randomizing the environment. Relying more
on high-fidelity simulation, Kadian et al. (2019) run par-
allel tests in simulation and real-world while varying the
simulation parameters. The authors then measure the suc-
cess rate in both worlds to find the parameters correlating
both domains the most. Eventually, the reliability of the
simulator is evaluated using a sim-vs-real correlation coef-
ficient (SRCC). In general, most of the presented methods
rely on a large amount of data and scenarios to train
the algorithm. Aiming more towards online adaptation,
Kapteyn et al. (2021) show the importance of a reliable
predictive model in the shape of a DT incorporating real-
world data. They use a graphical model method to describe
the evolution of the DT dynamical systems. The DT is
integrated for dynamic decision making in a predictive
process to monitor the health and safety of the unmanned
aerial vehicle.

The main contribution in this work is to suggest a frame-
work based on an executable digital twin (xDT), com-
bining randomization and adaptation with real data to
transfer a control strategy from sim2real. The xDT is
fit for control purposes and can be implemented in a
vehicle ECU as it is a self-contained DT model for a
specific runtime context (Hartmann and Van der Auweraer
(2020)). In this work, we estimate the non-static control
parameters on the real system by sampling the xDT, in
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presence of noise and uncertain model parameters. We
then gradually move towards parameters that improve per-
formance, by combining stochastic gradient approximation
in simulation with data-driven approaches in the form of
Unscented Kalman Filter. The adaptation method requires
low computational effort and low data storage on memory,
making it interesting for embedded hardware deployment
real-time execution. It allows the control and planning
strategies to adapt to a changing environment, situations,
and driving styles by automatically tuning and calibrating
the parameters. The proposed framework can deal with
both unseen and edge-case scenarios by learning adequate
control parameters without carrying an overhead of histor-
ical data and explicit policies. By leveraging simulation-
based optimization methods and data-driven approaches
we reduce tuning efforts and time as we avoid trial and
error tuning campaigns. This method can improve testing
automation in the automotive industry for tuning and
validation of a controller or planner for Advanced Driver
Assistance Systems (ADAS).

The paper is organized as follows. Section II discusses some
background on sim2real methods for autonomous systems,
as well as two gradient-free methods used to optimize over
the controller parameters in the real world. Section III
presents the implementation and results of the proposed
methodology in automatic tuning for an autonomous driv-
ing application. We extend the implementation with a
combination of two automatic calibration methods in Sec-
tion IV, and discuss their convergence.

2. BACKGROUND

There is a deep belief that increasing the simulator or the
digital twin’s accuracy alone, will not decrease the gap
between simulation and reality. Muratore et al. (2021) dis-
cuss an SOB in machine learning and specially in trained
models with reinforcement learning. The maximized ex-
pected return is generally overestimated in simulation.
This causes the trained algorithm to be less performant,
less robust, and more prone to failure in the real world. In
this section, we quickly introduce the concepts of domain
randomization and adaptation, and we discuss the xDT.
Furthermore, we give a short technical background about
gradient-free methods that could be used for automatic
tuning. Finally, we formulate the path following NMPC.

2.1 Sim2Real in Autonomous Systems

To prevent overfitting and over-optimizing the algorithm
in simulation, a technique called Domain Randomization
(DR) is introduced. It consists of adding perturbation
to the simulator’s physical parameters (e.g mass, inertia,
length, friction coefficients), noise to the control actions
and state estimations, and disturbances to the visual
properties, in training. This method regularizes the algo-
rithm and robustifies it against real-world uncertainties.
The agent trains to maximize the expected return over
a distribution of uncertain parameters, delays, and noise
levels. Another method of tackling sim to real problems is
Domain Adaptation (DA). This transfer learning method
tackles the ability to train an algorithm in one source
domain and deploy it on another, possibly different, target
domain. This method learns to match the distributions in

the target and source domain to reach a domain-invariant
feature representation, which is used as an input to the
trained agent.

To our knowledge, there is no single framework that com-
bines the benefit of the three methods (DR, DA, and high-
fidelity simulations) into one, allowing a simple transfer
from simulation to reality. We introduce a learning method
to learn the distribution in the domain randomization and
update it on the fly. This could could be beneficial when
parameters are not well defined in advance (system iden-
tification) and in the framework of learning the hyperpa-
rameters of a learning algorithm (meta-learning in Parker-
Holder et al. (2022)). The goal is not to find parameters
solving a single task well but rather generalizing to several
tasks, with automatically adapted parameters.

2.2 Executable Digital Twin

Simulations are a main pillar in an X-in-the-loop (XiL:
Model-in-the-loop, Software-in-the-loop, Hardware-in-the-
loop, Vehicle-hardware-in-the-loop) framework. MiL is a
major requirement in the automotive industry for the de-
velopment and validation processes of control and planning
algorithms as they allow to minimize the risk and effort
in real-life testing. Reliable simulations can contribute to
reducing the real mileage needed for algorithm validation
(Son et al. (2017)). There is also a trade-off between
analytical models, which are often simple and differen-
tiable, and black-box models of high-fidelity simulators.
The DT integrates data and other knowledge of a physical
asset and bridges the physical and the virtual world to
assess performance, predict the behavior, and optimize the
service (Hartmann and Van der Auweraer (2020)). We use
Simcenter Amesim to design the high-fidelity DT. Sim2real
addresses the transfer of an algorithm from simulation
with such DT to reality, without losing its performance,
but more importantly, while keeping the real system stable
and safe. The xDT is an executable representation of a
complex non-linear dynamical system or asset, in our case
a road vehicle (Hartmann and Van der Auweraer (2020)).
It can be embedded on hardware, and run in a real-time
environment. We make use of xDT to evaluate online
the effect of control action and exploit learning-based
controllers while easily varying model and environment
parameters in an efficient, quick and safe way. According
to Hartmann and Van der Auweraer (2020) “[xDT] can be
instantiated on the edge, on premise, or in the cloud and
used autonomously by a non-expert or a machine through
[. . . ] APIs”. The xDT allows us to test configurations that
are rather complex to recreate in real-life, to validate in
XiL process by exploiting dynamics and prediction that
are often not captured well with simplistic analytical ODE
car models. Moreover, the xDT allows us to update the
prior knowledge about our system online.

2.3 Gradient-free randomization methods

We present two gradient-free methods that can be used to
approximate the optimal set of control parameters on the
real car. The adaptation schematic is shown in Figure 1.
The NMPC parameters θ are adapted online to minimize
the performance error href − h̃(θk), by sampling the xDT.
We add randomization to θk and the model parameters.
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Fig. 1. Control parameter adaptation on an xDT: the
main NMPC parameters are updated by sampling
the xDT with NMPC(θj), evaluating the predicted
performance hj , and including the real measured

performance h̃ of the last horizon N

Simultaneous Perturbation Stochastic Approxima-
tion (SPSA) Spall (1998) introduces a stochastic ap-
proximation algorithm for stochastic optimization in mul-
tivariate systems. This method approximates the gradient
of a loss function with respect to a system parameter
with only two measurements, real or from simulation.
Regardless of the system dimensionality, the gradient in
the objective function can be approximated by perturb-
ing all the parameters to be optimized over at once.
For systems where the analytical relationship between
an objective function and the parameters is unknown or
difficult to develop, this method could be of significant
benefit. This recursive optimization method significantly
cuts down the number of iterations needed to estimate
a gradient. SPSA seeks to minimize a loss function L(θ)
where θ is a p-dimensional vector. We approximate the
gradient g(θ) = ∇L(θ) as direct measurements of it are
assumed non viable. The simultaneous perturbation step
has all p-elements of θk perturbed at once. At an instance
k, we run two perturbed simulations out of which two
measurements of L are sufficient to calculate the gradients
with respect to every j = 1, . . . , p parameter such that:

ĝkj(θ̂k) =
∂L

∂θkj
=
L(θk + ck∆k) − L(θk − ck∆k)

2ck∆kj
(1)

Every parameter is independently perturbed with a magni-
tude of ck∆kj where ck is the differential step size hyper-
parameter of the SPSA algorithm. Spall (1998) suggests
a random perturbation vector ∆k = [∆k1, . . . ,∆kp]T ,
following a Bernoulli distribution symmetric about zero,
with mutually independent elements. As opposed to other
gradient-based methods requiring p simulations, SPSA
requires only 2, leading to considerable savings when p
is large. The gradient is approximated as:

ĝk(θ̂k) =
L(θk + ck∆k) − L(θk − ck∆k)

2ck

∆−1
k1
...

∆−1
kp

 (2)

The general form in a recursive SPSA algorithm to solve
for ∂L/∂θk = 0, with a step size ak, is:

θ̂k+1 = θ̂k − akĝk(θ̂k) (3)

Unscented Kalman Filter In the work of Menner
et al. (2021), an Unscented Kalman Filter method is em-
ployed to estimate the control parameters in PID, state-

Fig. 2. Sampling points in an UKF: The mean and covari-
ance of the transformed parameter distribution are
approximated by sampling the xDT with 2p points
around the current parameter set θk and measuring
the respective outputs

feedback, neural networks, and optimal controller,s and
validate it with a vehicle simulator. An Unscented Kalman
Filter propagates the parameters through non-linear dy-
namics and updates the estimated parameters without
relying on gradient measurements or back-propagation.
The method samples a set of points around the mean
called sigma points, which are used to predict the output
of the model. However, their sampling method predicts
the system output using a simple bicycle model simulator.
In our approach, we propose the closed-loop propagation
of the perturbed parameters through a high-fidelity xDT.
The predicted performance is closer to the real-world data,
contributing to a quicker and safer convergence of the
approach given a small sim2real reality gap. In addition,
to add domain randomization, the model parameters in
the xDT are perturbed and follow a normal distribution.
Contrary to the extended Kalman filter (EKF), the UKF
does not linearly approximate the dynamics and output
functions around the mean of the Gaussian to predict the
values. This makes it attractive in a framework containing
high-fidelity black-box models and non-linear evaluation
metrics. For this, we first define the governing dynamics:
let F be a possibly non-linear transformation defining
the system dynamics and stacking the states from time
k to k + N where N is a chosen horizon. H is a non-
linear, possibly non-analytical and non-differentiable out-
put transformation, serving as an evaluation metric map.
V and N are the process and output noise.

Xk|k+N+1 = F(Xk, Uk|k+N , Vk|k+N , θk) (4a)

Yk|k+N = H(Xk|k+N , Uk|k+N , θk) +N(k|k +N) (4b)

Let Yref,k be the stacking of reference evaluation metric
from time k −N to k. In our approach, f(x, u, v, θ) is the
output of a black-box, xDT of the real vehicle. Given a
p-sized parameter vector θ following a normal Gaussian
distribution of the form θ ∼ N (θk, Pk|k) at an instance
k, we obtain a set sigma or sampling points Θ around the
mean Θ = [θk|θk + ckA

j |θk − ckA
j ] ∈ Rp×2p+1:

Θ0 = θk, (5a)

Θj = θk + ckA
j , j = 1, . . . , p (5b)

Θj = θk − ckA
j−p, j = p+ 1, . . . , 2p (5c)

where ck =
√
p+ λ, and Aj is the jth column of the matrix

A =
√
Pk|k. Matrix A can be computed by performing
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Algorithm 1 Automatic parameter estimation algorithm

Require: Θ, wa, Cθ, Cn

function Unscented Transform
θ̄ =

∑2p
j=0 w

j
aΘj

Pk+1|k = Cθ +
∑2p

j=0 w
j
a(Θj − θ̄)(Θj − θ̄)T

Yj = h(θj , xk−N ) ▷ Propagate

ȳ =
∑2p

j=0 w
j
aYj

end function
function Measurement update step

Pθy =
∑2p

j=0 w
j
a(Θj − θ̄)(Yj − ȳ)T

Py = Cn +
∑2p

j=0 w
j
a(Yj − ȳ)(Yj − ȳ)T

end function
Kk = PθyP

−1
y ▷ Kalman gain

Pk+1|k+1 = Pk+1|k −KkPyK
T
k ▷ Posterior covariance

a Cholesky decomposition of the prior covariance matrix
such that Pk|k = AAT . The hyper-parameter λ dictates
the spread of the sampling (sigma) points around the
mean. In total, 2p + 1 time evolutions are performed
for one update step. The Unscented Transformation is
based on the weighted mean of all the sigma points and
their covariance. We form the weighting vector W =
[w0

a, w
1
a, . . . , w

2p
a ] ∈ R1×2p+1 such that:

w0
a =

λ

(p+ λ)
, wj

a =
1

2(p+ λ)
for j = 1, . . . , 2p, (6)

where wj
a is the weight associated with the jth point, and

w0
a is the weight associated with the first sigma point,

which is the mean θk. A good heuristic for choosing λ
according to Julier et al. (2000), would be p + λ = 3.
The step Yj = h(θj , xk−N ) in algorithm 1 propagates the
sigma points through the non-linear transformations (dy-
namics and evaluation) starting with the initial condition
state xk−N until time k. This method seeks to find the
set of control parameters that would have improved the
performance from time k −N to k where N is the length
of the data from the real system. The control parameters
are then updated according to algorithm 1 and the law:

θk+1 = θk +Kk(Yref,k − h̃(θk)), (7)

where h̃(θk) is the vector-valued evaluation metric from
the real system (Menner et al. (2021); Wan and Van
Der Merwe (2000)). Cn and Cθ are output and process
noise covariance matrices.

2.4 NMPC: Path following formulation

Car dynamics used in the NMPC are represented with a
real-time feasible model such as the 6 DoF single-track
model described in Allamaa et al. (2022), satisfactory in
path following and lane keeping scenarios.

v̇x = (Fxfcosδ + Fxr − Fyfsinδ − Fres +Mψ̇vy)/M,

v̇y = (Fxfsinδ + Fyr + Fyfcosδ −Mψ̇vx)/M, (8)

ṙ = (Lf (Fyfcosδ + Fxfsinδ) − LrFyr)/Iz,

ṡ = (vx cos θ − vysinθ)/(1 − κcw),

ẇ = vx sin θ + vy cos θ,

θ̇ = ψ̇ − ψ̇c = ψ̇ − κcṡ.

In the single-track vehicle model of (8) and Figure 3,
the first three equations dictate the dynamics in the

(a) Single track model (b) Curvilinear
frame

transformation

Fig. 3. Single track curvilinear model for path following

car body frame with x pointing forward and last three
dictate the kinematics in the curvilinear frame. We add
the state s to track the evolution along the center-line.
Inputs to the model are the body frame steering angle
δ and the front/rear axles longitudinal forces Fxf and
Fxr. At moderate speeds, a linear tire model estimates
the lateral forces Fyf and Fyr as proportional to the slip
angles αf , αr, assuming small slip angles using constant
cornering stiffness. For control purposes, it is beneficial
to represent the car position with respect to the track and
path, in the curvilinear reference frame, local and attached
to the car body frame as in Figure 3(b). Each point on a
path is defined by a 4-tuple Xc, Yc, ψc, κc to represent the
position, heading, and a curvature in the Cartesian frame.
The transformation to a curvilinear frame facilitates the
optimal control problem (OCP) formulation as it is only
function of the road curvature. Finally, track limits can
be added as varying box constraints as wl and wr, the
left and right distances from the center-line. w and θ are
respectively the distance and heading deviation from the
center-line, with w > 0 to the left of the center-line and
θ > 0 a counter-clockwise rotation with respect to the
tangent to the center-line ψc.

w = (Y − Yc) cos(ψc) − (X −Xc) sin(ψc),

θ = ψ − ψc.
(9)

To summarize, the single-track dynamics between the state
vector x and input u, in the Curvilinear frame is:

ẋ = f(x, u), x = [vx, vy, r, s, w, θ], u = [δ, tr]. (10)

NMPC controls the car by computing the normalized
throttle tr, and the steering angle δ. We use a receding
horizon scheme ofNH steps, and we augment the dynamics
with the input rates variables u̇ for smoother driving.
Moreover, we obtain the nonlinear difference equations fd
by applying a 4 step Runge-Kutta 4th order method to the
dynamics ẋ = f(x, u) in (10). Finally, the NLP optimizes
over the discrete-time OCP for path following as in (11).

min
x(0),...,x(N),u(0),...,u(N−1)

N−1∑
k=0

lk(xk−xref,k, uk) + VN (xN ) (11)

subject to: x0 = x(0) (Initial condition)

x(k + 1) = fd([x(k), u(k)], u̇(k)) (Dynamic equations)

xmin ≤ x(k) ≤ xmax (State constraints)

umin ≤ u(k) ≤ umax (Input constraints)

u̇min ≤ ˙u(k) ≤ u̇max (Input rate constraints)

VN (xN ) is a terminal cost and the stage cost lk(xk, uk) is:

lk(xk, uk) = x(k)TQx(k) + u(k)TRu(k) + u̇(k)TSu̇(k)T , (12)
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with Q ∈ R6×6 ⪰ 0, R ∈ R2×2 ≻ 0, S ∈ R2×2 ≻ 0. The
path following problem reduces to a regulation about a
zero reference for all states except the velocity.

3. IMPLEMENTATION FOR AUTONOMOUS
DRIVING APPLICATIONS

In order to demonstrate the benefit of an automatic adap-
tation sampling an xDT, we implement our methodology
on an autonomous driving application. While our approach
is not restricted to tuning controllers, or to a specific
type of controllers, we demonstrate it on a path following
NMPC. This section formulates a performance-improver
automatic calibrator. We build on the XiL verification
process described in the work of Allamaa et al. (2022)
for the deployment of a real-time NMPC on embedded
platforms. The NMPC is solved to full convergence using
a Sequential Quadratic Programming (SQP) method with
an active-set QP solver. We optimize over the resulting
NLP using a multiple-shooting framework, with a sam-
pling time Ts = 40ms and an NMPC horizon NH = 30.

3.1 Problem Formulation

The proposed automatic adaptation method can calibrate
controllers of an unknown dynamical system online, ren-
dering it attractive for embedded deployment in a real-
world system as a sim2real method. For our implementa-
tion, the controller learns to track a parameterized refer-
ence path and velocity profile, in 4 successive lane changes.
The function H in (4) converts the measured output over
the past time window of size N , to a vector-valued per-
formance metric as shown in the framework of Figures
1 and 2. As the single-track dynamics are formulated in
a curvilinear frame with respect to the path, deviation
from the path center-line is the state w. We then form the
performance vector h(θk) such that:

h(θk) =

[
10(Vx − Vref )
10(wk−N |k)
J ∗
NMPC

]
,Yref,k =

[
0
0
0

]
, (13)

where Vx−Vref = vx,k−N |k−vref,k−N |k is a vector stacking
of velocity tracking errors over the past time window.
Similarly for the deviation from the path wk−N |k. In
addition, we include the stacking of the NMPC’s optimal
cost J ∗

NMPC such that the algorithm minimizes it to keep
the energy bounded. The factor of 10 in the tracking errors
is added for normalization. The objective performance in
this implementation leads to a tradeoff between reducing
Q,R, S such that J ∗

NMPC → 0, and increasing Q,R, S to
minimize the velocity and path tracking errors. Another
way of implementing this, is to set an activation function:

r(J∗) = max(J∗, J) − J (14)

where J is a threshold for an allowable optimal cost that
keeps the system stable. For this particular implementa-
tion, we are interested in tuning the controller parameters,
specifically the Q, R, and S matrices in (12). This method
can be also used to optimize offline over the horizon length
NH of the NMPC resulting in the best performance and
computation time. Increasing the weights on the OCP
variables could render the behavior slightly more aggres-
sive and dynamic, and potentially increase the number
of SQP and QP iterations needed to solve for the primal

Fig. 4. Automatic tuning without noise: Control parameter
evolution and Infinity norm of tracking error

and dual estimates. Therefore, we can augment the vector-
valued objective metric by the NMPC computation time,
to reach a trade-off between tracking performance and
real-time feasibility. Adding a performance metric such
as the computation time helps demonstrate the benefit
of this method in dealing with black-box, non-analytical,
and non-differentiable by design, choice of measurements.
We choose a starting hyperparameter λ = 1, w0 = 1/3 and
a horizon length of 3 seconds to update the controller.

Regularization heuristic As the sampling points are cal-
culated in the Unscented Transform step, it could occur
that the algorithm tries to run a simulation with indefinite
Q, R, S matrices resulting from negative parameters in
θ. While Menner et al. (2021) argues that the method
learns to stay away from indefinite matrices, we add a
regularization process that guarantees the positive defi-
niteness of the parameters. As we sample with an xDT,
this allows avoiding infeasible and unstable roll-outs. The
regularization finds the smallest step size c that causes
the sampling point to activate the high or low boundary
constraints θ̄ and θ. This regularization method does not
clip the parameters individually to their limits, but rather
finds a coefficient that conserves the shape of Gaussian
distribution around the mean. The coefficient is calculated
such that: ck = min(c0, c|θ ≤ θk + cAj ≤ θ̄ & θ ≤ θk −
cAj ≤ θ̄), where c0 =

√
p+ λ. We also update the process

noise covariance matrix using real-world data. Cn is up-
dated using the stacking of the measured slack variables
Ñ = Yref,k − h(θk) from real measurements.

3.2 Example of successive double lane changes

We validate our methodology with 4 successive ISO 3888-
1 standard double lane change scenarios at 80kph. We
show how such a formulation could facilitate the task of
controller adaptation. We start with a unit and diagonal
Q, R, and S matrices, with no prior knowledge. For
sake of simplicity, we visualize two elements of the Q
matrix, namely QeLAT and QeV x which are the weights
on the lateral deviation error and velocity tracking error
respectively, as seen in Figure 4 along with the infinity
norm of the tracking errors. Every dot represents newly
updated parameter set, evolving with time from left to
right. At the end of the scenario, with only one run, the
algorithm adapts the control parameters such that the
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velocity tracking error drops by almost 91% and the path
tracking error by 63%. From the second update step, the
algorithm detects the model mismatch in the longitudinal
dynamics between the single-track model and the xDT and
increases the weight on the velocity to 10. This plot allows
us to visualize the sensitivity of the tracking error norm to
the change in parameters. In those sections with little to no
steering (Figure 5), the algorithm does not learn about the
lateral deviation. The automatic tuning updates QeLAT

mainly during the lane change, as seen in the peaks of the
path tracking error in Figure 4. Every peak corresponds
to a double lane change, and it is clear that the error peak
norm decreases as the scenario evolves.

Figure 5 shows the closed-loop result of the scenario with
and without automatic tuning using an xDT. Green dots
correspond to an update instance (every 3 seconds). In
the first three seconds, as the gains are set to unity,
the velocity drops considerably, to which the algorithm
reacts by increasing the weight on the velocity tracking
error. This results in an increase in throttle, all while still
satisfying the constraints of the NMPC. The switch leads
to a peak in the optimal cost but it is followed by a quick
decrease. This shows the potential of this method, as it
improves the tracking performance and keeps the NMPC
optimal cost bounded.

4. RESULTS AND DISCUSSION

As we deal with an adaptive controller, it is important to
add safety checks to ensure that the system is not diverg-
ing, and to verify the applicability of the updated con-
trol parameter set. In this section, we discuss an energy-
based study to validate the controller. Moreover, we com-
pare the UKF-data-driven approach to a simulation-based-
optimization using SPSA. Finally, we combine both meth-
ods and show potential results.

4.1 Convergence analysis

For applications with highly non-linear dynamics and in
presence of noise, theoretical Lyapunov stability is hard
to prove. However, the xDT allows us to quickly verify
the new controller and calculate its associated benefit in
energy, if we can find a function V (x) = xTPx where
P ≻ 0 such that the V (x(k + 1)) ≤ V (x(k)). In a less
strict sense, given the noise sources, we aim to find a non-
monotonically decreasing energy function contained within
a ball of radius R. The first controller check is such that
V (Pk+1, xk−N |k) ≤ V (Pk, xk−N |k) where Pk = diag(θk) ≻
0, is the diagonal matrix constructed from the entries of
the tuned controller parameters: the estimated θk+1 would
have reduced the energy function if it were applied instead
of θk starting x(k −N). The second validation is through
applying the updated controller parameter to the real
vehicle and verifying that the resulting energy function
in [k, . . . , k +N ] is non-increasing.

SPSA perturbs the parameter (sampling points) with ∆k,i

following a Bernoulli distribution with p = 0.5, with all
p-parameters being mutually independent. We set ak =
0.05, ck = 0.1 as we try to estimate non-static parameters.
The parameters are perturbed and propagated through
the xDT, similar to the proposed tuning method in the
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Fig. 5. Convergence of NMPC cost function (with auto-
matic tuning: solid-black, without automatic tuning:
red, reference: dashed-black, tuning instances: green)

previous section. We add an additive output noise with
a signal-to-noise ratio of 2dB. To enhance the gradient
approximation in presence of noise, we run 2p sets of
perturbed parameter simulations, symmetric with respect
to 0 such that ∆k,i = ±1 and ∆k,i = ±2. We then
average the approximated gradients from simulation and
update the control parameter according to (3). However, as
this method performs a simulation-based optimization, it
does not take into consideration real world data and can
perform at best to compensate for noise and mismatch
between the NMPC’s single-track model and the xDT.
We add it to our approach as a comparison. To leverage
simulation and real-world data, we combine both methods.
The UKF technique propagates the dynamic with 2p+1 set
of parameters, sampled according to the prior knowledge
on distribution Pk|k and noise level. We make use of
the measured performance metric Y to approximate the
gradient around the current θk using SPSA. We then
average the steps ∆θk from both methods. The SPSA
method optimizes over a scalar loss function L. We set
L(θk) = ∥h(θk)1:N∥22 + ∥h(θk)N :2N∥22 where ∥h(θk)1:N∥2 is
the 2-norm of the h vector containing the velocity tracking
error and ∥h(θk)N :2N∥2 contains the path tracking errors.
The SPSA method is quicker to react to the path tracking
error compared to the UKF, and is less sensitive to
the velocity tracking error as seen in Figure 7. It also
results in a smaller tracking error. However, combining
both methods results in a quicker reaction, from the
first iteration, and simultaneously to both tracking errors
showing the benefit of updating the estimations with
real data, all while employing the DT to optimize over
the parameters. Overall, velocity tracking error drops
from 1m/s to around 0.1m/s for the SPSA, UKF and
UKF+SPSA. Infinity norm on the path tracking drops
from 0.26m to 0.12m with UKF+SPSA. Both methods
have similar trends and effects on the NMPC optimal cost.
Another important aspect to consider is the noise effect as
we compare the UKF in Figures 4 and 6. As the algorithm
has prior and posterior knowledge about the noise level,
it adapts less aggressively to tracking error measurements
which are mainly due to noise. QeLAT is 15 without noise
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Fig. 6. Automatic tuning: control parameters evolution
(UKF: black, SPSA: grey, UKF+SPSA: blue)
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Fig. 7. Automatic tuning: infinity-norm tracking error
evolution (UKF: black, SPSA: grey, UKF+SPSA:
blue, No tuning: red)

and 5 with noise at the end of the scenario. The control
parameters adaptation is shown in Figure 6.

5. CONCLUSION

This paper presents a learning-based adaptation frame-
work for transferring control and planning strategies from
simulation to the real setup without manual tuning. The
adaptation occurs online and on-the-go as the optimal
parameters are estimated to minimize an objective perfor-
mance error. The proposed algorithm automatically tunes
the parameters, to unseen noise levels, edge-case situations
and environment, by closing the loop on the prediction
using an executable digital twin with real-world data.
Unscented Kalman Filter is used to sample a set of per-
turbed parameters and propagate them through complex
non-linear predictive systems. SPSA minimizes the perfor-
mance error by approximating the performance gradient
with respect to the parameters using only 2 simulations
regardless of the dimension of the parameters. We validate
the proposed algorithm on 4 successive lane changes and
show that it estimates the parameters in only one online
run, improving the performance up to 91%.
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